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Abstract— Data provenance refers to the historical record of the derivation of the data, allowing the reproduction of experiments, interpretation of results and identification of problems through the analysis of the processes that originated the data. Data provenance contributes to the evaluation of experiments. This paper presents a framework for data provenance using the W3C provenance data model, called PROV-DM. Such framework aims at contributing to, and facilitating, the collection, storage and retrieval of provenance data through a modeling and storage layer based on PROV-DM, yet is compatible with other representations of PROV such as PROV-O. To demonstrate the utilization of the framework, it was used in an IoT application that performs the gas classification to identify diseases.
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I. INTRODUCTION

The term "provenance" refers to the origin or provenance of data, that is, it is a record of the data derivation history, which enables reproducibility of experiments, interpretation of results and diagnosis of problems [1]. The provenance is the complementary documentation of a data, containing information of "how," "when," "where" and "why" the data was obtained, "who" got it and "how much" cost this in time or effort.

The provenance provides a look beyond the specifications of domains and suggests the adoption of disciplined models, where data provenance information can be used to learn or understand design methods and rules. It can further assist users in similar investigations in order to understand data correlations and to improve future investigations. Currently, the provenance of data is successfully applied in different areas, mainly e-science [2].

One of the problems of provenance refers to the lack of agreement as to the comprehensiveness of the data to be captured, in addition to the absence of a clear definition of how this procedure should be carried out [7]. Other issues raised with respect to the provenance of data are reliability of data, integrity, confidentiality about its use, availability to other people, beyond efficacy in relation to what is being captured and the efficiency with which this is done, ensuring that all relevant information is captured.

The goal of this section is to discuss the benefits that the data provenance can bring, considering the captured data, how they were modeled and stored, and the type of information to be obtained from them. In this context, we present a framework for data provenance (FProvW3C).

To illustrate the use of FProvW3C, we will present an example from a system based on the Internet of Things (IoT) [13]: a system that collects data from gas sensors and assists in the classification of gases emitted by humans. We have chosen this example because IoT is an exciting and emerging approach that has gained both academic and industrial attention.

The remainder of this paper is organized as follows. Section II presents the W3C PROV [3] model. Section III discusses related work. Section IV details the FProvW3C and Section V presents the framework instance. Finally, Section VI presents our conclusions and future work.

II. PROV W3C

According to [4], the data provenance can be divided into three types: i) Prospective: it is the sequence of processes used in data generation; ii) Retrospective: this is the information obtained during the execution of data and environment generation processes, and iii) User data: any information that the user deems necessary for future analysis. In addition, the provenance can be obtained in two ways according to [8], which are: i) Lazy: the provenance is obtained from the moment that its capture is requested, and ii) Anxious: provenance is obtained at all times and is readily available. The best way to collect it will depend on the application to be used.

Currently, there are two main patterns for data capture from provenance: i) the OPM model [5], with three vertices, five causal relationships, and ii) the PROV model [3], with three main vertices and seven basic relations, plus complementary ones. In this work, the provenance model used was the PROV [3] by its amplitude and greater number of causal relations for knowledge representation.

The PROV [3] model consists of 12 documents that define their specification. Among the main documents are the PROV-DM, which specifies the data capture model; the PROV-CONSTRAINTS, which is the set of constraints applicable to the data model (PROV-DM), and the PROV-O, an ontology for mapping the data model.

The PROV-DM creates a separation of types and causal relations, the types being: i) Entity: it is either a physical, digital or conceptual type, or something with fixed aspects, in that entities can be real or imaginary. ii) Activity: it is something that occurs over a period time and acts on entities. iii) Agent: it is something that has some kind of responsibility for the activity and the existence of an entity, or for the activity of another agent. Agent, in the PROV model, can be classified as an organization, a person, or a software agent.
In relation to causal relations they are divided into two subsets: primary and secondary (optional) relations. Fig. 1 shows the primary relations in bold and Fig. 2 presents the (optional) secondary relations.

![Figure 1. Primary relations of the PROV^1.](image)

![Figure 2. Secondary relations of the PROV^2.](image)

One of the advantages of using the PROV and the PRV-O ontology is that PROV-DM can be represented by using OWL2 (Web Ontology Language) [6]. They can also be used to represent and exchange information of provenance generated in different systems and in different contexts.

In addition, another advantage of using the PROV model is with respect to the storage model, where different sources of information are converted into a model standardized by the W3C. This in turn facilitates the understanding, traceability and reproducibility of a data, due to the process that originated it. Furthermore, it allows semantic annotation using the PROV-O.

The provenance may be an important quality metric in the experiment, since the data derivation process has implications for both data quality and the errors introduced by faulty data as they propagate in other derivations [9]. Provenance in the experimentation process can help increase the validity of the experiments, since the reliability of the data will be monitored.

The main objective of the FProvW3C framework is to simplify the capture of provenance data and to facilitate the use of the PROV model, thus allowing for more reliable experiments.

### III. RELATED WORK

Provenance can be used as a quality metric for data evaluation because it has significant implications on data quality and errors introduced by faulty data, which increase as derivations are propagated [9]. To support the research developed in this article, a structured search was carried out. Among the results were selected studies that are applied explicitly to the data provenance based on the PROV model.

Starting with ProvToolbox^3 is a Java library to create PROV-DM representations and convert them between RDF, PROV-, XML, PROV-N, and PROV-JSON. It is not geared towards capturing and storing data in a DBMS (Database Management System), moreover, is a set of independent tools for each form of representation of the data.

The prov-api^4 is a Java API to create and manipulate provenance graphs. Currently, API only implements PROV's essential terms. The focus of the prov-api is the inference and query in the PROV-O ontology and not in the data storage using the PROV-DM, as well as its use in data capture from provenance.

The PROV Python library^5 is a library that provides an implementation of PROV-DM in Python. Although it is a library close to the concerns of the framework of this article, being in python makes it difficult to capture data coming from multi-agent systems, since most agent platforms are in Java.

The E-SECO ProVersion presented by [2], is a management platform for scientific workflows. Although the application works with provenance data in the PROV-DM model, it uses a lazy approach to data capture. In addition, the PROV model is integrated to the platform code, making it difficult to reuse. The ProvManager, presented by [7], is a data storage and analysis tool, uses prolog for queries and, like E-SECO, does not have mechanisms for integration with other systems, depending on a particular form of data entry.

For his part [10], presents what he later called Prov-Process, a platform for collection, storage and analysis of provenance data. However, a standard model must be used for data entry in the “.csv” format and does not allow integration with other systems.

Although there are several applications aimed at the provenance of data, they do not have features that assist users in data capture and storage. In the next section the details of the framework will be presented.

### IV. FProvW3C – A FRAMEWORK FOR DATA PROVENANCE

As addressed by [2], the data provenance is something constant, and it should follow all the steps performed to obtain concise results. One way to observe this is to consider the life cycle of a data, where not only the data is important but also the process that originated it.

The FProvW3C Framework works with an anxious approach [8], so that the data is collected at all times and can be consulted next. Currently, in its architecture the FProvW3C Framework presents all the specification of the PROV-DM with the annotations in Java Persistence API (JPA), according to Fig. 3.

![Figure 4. Framework architecture.](image)
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^1 PROV-DM: [http://www.w3.org/TR/prov-dm/](http://www.w3.org/TR/prov-dm/)

^2 [http://lucmoreau.github.io/ProvToolbox/](http://lucmoreau.github.io/ProvToolbox/)

^3 [https://github.com/dcorsar/prov-api/](https://github.com/dcorsar/prov-api/)

^4 [http://pypi.python.org/pypi/prov](http://pypi.python.org/pypi/prov)
Besides modeling, the FProvW3C framework brings all persistence annotations. This reduces the work of users and avoids mapping errors by those who do not have extensive knowledge of the PROV. Being a framework makes it possible to integrate it into different systems. The framework frozen-spots are the main vertices and the hot-spots are the causal relations, both defined by the PROV model, and they adapt to different application contexts. The framework was developed in Java and the annotations are based on Java Persistence API (JPA), which makes the framework independent of the DBMS that will be applied to store the collected data that leaves this choice up to the user.

The FProvW3C is relational object mapping framework in charge of creating the database, the tables and their respective attributes in the DBMS. The PROV model determines the classes and how they relate in addition to the basic attributes. In this way, the framework provides the classes with the basic attributes (frozen-spots) and, moreover, allows the creation of hot-spots by extending both the attributes of each class and the relationships. These attributes are intended to represent the characteristics of the system in which FProvW3C will be applied. As the framework performs data mapping according to the PROV, its use is made easier for the user, where are able to apply the data provenance in their applications.

V. USAGE SCENARIO: GAS ANALYSIS

As described by [11], a person emits various gases from different parts of the body (e.g. flatulence, eructation, exhalation) and these gases could be useful for the diagnosis of a set of intestinal and stomach diseases.

Nevertheless, there are very few technology approaches to facilitate the analysis of flatulence and other gases daily emitted by humans. In addition, there is a need for high data reliability in these approaches, since it uses the identification of gas-based diseases, i.e., all information must be reliable and agents cannot fail to capture or classify data.

The FProvW3C framework was used in the "Gases Device" application [11]. This application is based on the Internet of Things (IoT), which uses sensors to measure gases in the environment and uses software agents to provide data classification. Fig. 7 shows the Gases Device application architecture extending FProvW3C classes.

A. Overview

FProvW3C creates an intermediary layer between the application and the database. This layer makes it possible to treat and map the data to be stored by linking the information source to them. In addition, FProvW3C creates a knowledge base based on the use of the application. Therefore, all data entered by users or sensors into the application, as well as data manipulated by the application are registered in this base.

Fig. 6 shows that every time a gas sensor captures the variation of a gas, the persistence of the data in the database is invoked via the FProvW3C framework, registering data provenance. In this way, all the capture and manipulation of data are recorded, such as a filming, forming the historical basis of the application.

B. Results and Discussion

The recorded data of this application includes information from system users, sensors, monitored gases and software agents [11]. The recorded data were linked to the actions of users and software agents, helping in the traceability of each executed action. For example, Fig. 7 illustrates the registration moment of a user with obesity in the Smell App Website. To elaborate an initial database to improve the system’s classification, first users were asked to inform personal health information before using the Gases Device. As shown in Fig. 8, the system attributed the ID 36 to this registered user. Then, by using the FProvW3C’s structure, it was possible to track all data generated during this registration operation. We can verify in Fig. 8 that the person agent with User ID 36 was successfully created, and the entity “Obesity” was attributed to this agent.

After the user had registered, he/she connected a Gases Device to the system and started an exhalation report. This action initiated three software agents: i) Gases Device Agent, which collected data from Arduino; ii) Analyzer Agent, which preprocessed and saved data on the database, and iii) Alert Agent, which evaluated all exhalation reports based on the diseases described in [11] and generated alerts.

To evaluate the operation of a multi-agent system is not a trivial task [12]. As data come from several sources, it is difficult to identify the origin of a problem. However, as shown in Fig. 9, the provenance facilitated the evaluation of this multi-agent system by allowing us to track all activities that were performed during its execution.
For future work, we hope to expand the FProvW3C framework so that it can convert the captured data to an ontology following the PROV-O model. For example, it is possible to extend FProvW3C to support: i) data semantics and syntax, and ii) the ontology of PROV. In addition, we aim at exploring the data provenance in multi-agent systems, recording each piece of information about the agent, its relations with other agents and with the external environment. As such, we could capture information from the agent's decision-making process, expanding the work of [11] and we could use the information obtained to help track errors and answer questions about the agent’s behavior, since it is an autonomous entity.

ACKNOWLEDGMENT

The authors thank CAPES, Faperj, CNPq, PUC-Rio and LES for the support, financial resources and encouragement to the research.

REFERENCES


