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Abstract—Search-Based software engineering (SBSE) deals with metaheuristic search-based optimization techniques to provide solutions for complex problems. A popular problem in literature is the team formation problem (TFP), which consists of finding the best allocation of human resources to a software development project. This problem is recognized as NP-hard and it is more complex in companies that carry out multiple projects. This paper presents an effective and automated approach to allocate multiple developers into multiple teams to maximize the technical compatibility between them. The approach consists of an SBSE method that uses Genetic Algorithm to simultaneously build multiple teams, using data from tag-based profiles. We conducted an empirical evaluation using data from eight real-world software projects of a Brazilian company. The results indicate that tag-based profiles is a promising information source to represent technical knowledge, since the suggested teams were considered to have the proper skills to attend the technical demand of the projects. The approach was able to reach high levels of satisfaction, delivering teams in an effective and automated way. Although, further investigation needs to be conducted to reach stronger conclusions.

I. INTRODUCTION

Search-Based Software Engineering (SBSE) is a field that deals with metaheuristic search-based optimization techniques to provide automated and semi-automated solutions for complex problems in Software Engineering (SE) [6], [5], [7]. According to Harman et. al. [7], typical SE problems that involve testing, design, requirements engineering, management, and refactoring can be well adapted for SBSE and have been successfully formulated as search-based optimization problems. For instance, the team formation problem (TFP), which consists of finding the best allocation of resources (developers) to a software development project. This problem has gain special attention over the last years and became a well-researched topic in the literature [1], [4], [11], [2].

The TFP is recognized as NP-hard [13] and it is more complex in companies that carry out multiple projects. It is necessary to optimize the allocation of multiple developers with different sets of skills to multiple projects with different sets of requirements. The goal is to optimize each projects’ chances of success considering the limited resources available and attempt to have all projects succeeding. The previously described scenario represents a multiple team formation problem (MTFP) [4].

Finding optimal teams brings special concern with agile methods, such as Scrum [10], a team-centered framework designed to deliver products with the highest possible value. In Scrum, the developer team is a self-organized and multidisciplinary group which means that, among others, the team must have the all the required technical knowledge to deliver the product. A nine-month field study of professional developers in a Scrum team [8] found that highly specialized skills and a corresponding division of work are the most important barrier for achieving effective teamwork. Therefore, it is necessary to make the most of the available resources, i.e., choosing right teams to the right projects.

In this paper, we present a SBSE approach to form multiple teams for Scrum projects. The approach is divided into two parts. First, we learn the technical knowledge of the developers through information extracted from the projects in which they have worked. For this purpose, we instrument the Scrum process by creating tag-based profiles for developers and projects. Therefore, we complement the Scrum framework with activities to assign tags to artifacts, i.e., the Product Backlog (PB), User Stories (US) and Technical Tasks. Second, we build a data structure to run a Genetic Algorithm to allocate developers to projects, forming teams with maximum technical compatibility, considering the projects demands and the developer’s skills. We chose Genetic Algorithm, because it one of the most suitable methods for combinatorial optimization problems [3].

To evaluate our solution, we used real-world data from eight Scrum software projects and we collected data from
16 developers and 4 projects managers. The results indicates that the tag-based profiles are a useful information source to support the multiple team formation with a high level of satisfaction.

This paper is organized as follows. Section II presents related work on SBSE applied to MTFP. Section III presents our solution to mitigate the multiple team formation problem. Section IV presents the design and discusses the results of the empirical evaluation. Section V presents the validity threats; and Section VI presents the final remarks, limitations and future work.

II. RELATED WORK

As mentioned before, a particular case in the TFP is the MTFP, which consists of simultaneously allocating multiple developers to multiple projects to maximize attributes from both developers and projects.

Palacios et. al. [1] presented a recommender system designed to assist project managers in configuring multiple teams for work packages defined by Scrum Projects. The system is based on fuzzy logic, rough set theory and semantic technologies. In this work each project manager is responsible for building both project and developers profiles using competence baseline documents.

Strnad and Guid [11] proposed a decision support system based on Fuzzy Logic and Genetic Algorithm. The system uses fuzzification to automatically obtain fuzzy skill assessments from numerical data of an employee database. Genetic Algorithms are used to optimize the teams formations according to the projects requirements, which are obtained by a standard document specification inside company.

Silva and Costa [2] presented a framework based on dynamic programming to allocate human resources in multiple information system projects. The main goal is to determine the fit between the complete set of skills available from a candidate member of a project team and the skills required for that project to minimize the time required to complete a project demand.

Gutierrez [4] proposes an optimization model using a quadratic objective function, linear constraints and integer variables. The optimization model is solved by three algorithms: a Constraint Programming approach provided by a commercial solver, a Local Search heuristic and a Variable Neighborhood Search metaheuristic. Sociometric techniques are used to estimate performance characteristics such as productivity, training ability, leadership, efficiency, among others.

Ren et. al. [9] proposed a search-based software project method to build teams based on Cooperative Co-evolution. The teams are formed aiming to reduce the required time to complete the projects work packages.

The main difference between the cited works and ours, is the way the profiles of developers and projects are built. Most of the approaches depend on the knowledge and feeling of the project managers to build the profiles. For this reason, the results are subjective. In our approach, the profiles are derived from the technologies assigned to the Scrum artifacts during the Scrum Instrumentation, minimizing the subjectivity. Another difference is that the profile information grows dynamically, because the instrumentation is refined throughout the project.

III. PROPOSED APPROACH

The proposed solution is divided into two parts: Scrum Instrumentation and Solution Operationalization, which are detailed as follows.

A. Scrum Instrumentation

Scrum is a framework for developing, delivering, and sustaining complex products [12]. It was designed to be complemented with technical and managerial processes as needed. We complement Scrum by applying tags to the artifacts to register the technical skills necessary to develop the features associated with them. These skills corresponds to programming languages, frameworks, platforms, APIs, architectures, databases, or any technology or technical knowledge necessary to develop a feature.

To lead the tag labeling process, a new role is proposed: (Scrum) Tagger. The Tagger is responsible for all the tag labeling process. To assure a standardized tags assignment, it is recommended that the company establish a small team of Scrum Taggers who should define specific rules to avoid that the same technical skill is reperesented using different tags in different projects. The Scrum Instrumentation occurs throughout the project and includes the following labeling processes:

1) Product Backlog Labeling: the Tagger starts to work during the initial PB definition (Figure 1[1]). The PB is an ordered list of the product requirements. The Product Owner (PO) is the responsible for building the PB. Therefore, the Tagger conducts informal conversations with the PO to elicit all or at least most of the technologies necessary to develop the PB. Then, these technologies are converted into tags, forming the Backlog Tag set.

2) User Story Labeling: the labeling process occurs during Sprint Planning meetings (Figure 1[2]), which is an event where some requirements are selected from the PB to be developed during the given Sprint, defining the Sprint Backlog. This requirements are usually represented by User Stories. The Tagger, together with the Development Team, labels all the USs of the Sprint Backlog. For this purpose, the Tagger consults the team regarding the necessary technical skills to develop the USs. Then, the Tagger converts the skills into tags, forming the User Story Tag Set. It is important to note that this set is a subset of the Backlog Tag set, therefore, if a new tag appears during this step the Backlog Tag set is updated.

3) Task Labeling: to define the Sprint Backlog, the USs are splitted into Technical Tasks. When a task is done, the responsible selects a subset of tags from the User Story Tag set. The selected subset, called Task Tag set, represents the technical skills demanded to develop the feature represented by the task. This labeling process (Figure 1[3]) occurs throughout the Sprints. If necessary, the developer can suggest new tags,
which can be reviewed by the Tagger after the end of Sprint (Figure 1[4]). If new tags are created, the User Story Tag and the Backlog Tag sets are updated.

B. Solution Operationalization

The second part of the proposed approach consist of creating the data structure necessary to run a Genetic Algorithm to allocate multiple developers into multiple projects. First, tag-based profiles are created for both developers and projects from the data acquired from the Scrum Instrumentation. Then, technical compatibilities between developers and projects are calculated using feature vectors. Lastly, we use weighted similarity coefficients to create a technical compatibility metric that is used in the Genetic Algorithm’s fitness function to find the optimal team formation for each project. These steps are detailed as follows.

1) Tag-based profile building: The developer profile is defined from two sources of information: Curriculum and Development History. First, technical knowledge documented in the developers’ curriculum is converted into weighted tags. The weight corresponds to the period of experience with the given technology. For example, if the developer worked with the Java programming language for 18 months, his profile will contain a tag java(18). Second, during the Sprint, the developers works in tasks in which tags were applied during the Scrum Instrumentation. Over time, the developer profile is being formed by the tags that were applied to the tasks completed by him. These tags also have weight, in this case it is given by the number of times a tag appeared in a task. For example, if during the Sprint the developer completed five tasks with a java tag applied, his profile is filled with the weighted tag java(5).

The project profile is built from the Product Backlog Tag set. As the developer profile, it grows through the execution of the project, as the project requirements change and the product backlog items are more detailed.

2) Feature vector: A feature vector is a \( k \) dimensional vector composed by numerical values and represents a set of the object’s characteristics. The feature vectors are created from tag-based profiles. They are necessary to calculate the similarity between profiles.

The project feature vector is called Backlog Vector (\( V_B \)). Each tag presented in the project profile corresponds to an index in the vector. Note that different projects may have different profiles, consequently, they have different feature vectors.

For each developer, two feature vectors are created from his profile. The Curriculum Vector (\( V_C \)) is built from the Curriculum Source; the Development Vector (\( V_D \)), from the Development History Source. Both vectors use the same structure as the project feature vector to allow the similarity calculation.

3) Developer Feature Vector Normalization: Since the weight of the tags that compose the developer feature vectors come from two different data sources with different magnitudes, it is necessary to harmonize the scales by normalizing it to values between 0 (zero) and 1 (one). The normalization uses the Equation 1, where \( x = (x_1, x_2, x_3, ..., x_k) \) is the key value in the same position at each developer feature vector and \( z_i \) is the \( i \)th normalized value. Note that there are two normalization processes, one for each developer feature vector.

\[
z_i = \frac{x_i - \min(x)}{\max(x) - \min(x)}
\]  

4) Similarity calculation: We used Manhattan Similarity to calculate the similarity between two \( k \)-dimensional feature vectors. The similarities are used to determine the technical compatibility between the developer and project profiles. Between each profile, two different similarity coefficients are calculated. One represents the similarity between the Backlog Vector and Curriculum Vector and the other represents the similarity between the Backlog Vector and Development Vector. Before the similarity calculation, the Backlog Vector is filled with 1s (ones) to represent a maximum technical demand of a project, i.e., the developer feature vectors, which are composed by values closer to 1s (ones), will have higher values of similarity.

\[
1 - \frac{\sum_{i=1}^{k} |u[i] - v[q]|}{k}
\]

5) Genetic Algorithm to Form Multiple Teams: The multiple team formation process consists of allocating multiple developers into multiple project team to maximize the technical compatibility between the project demands and the developer skills. For this purpose, we propose a metric called Technical Compatibility Level (TCL). The TCL is generated based on a weighted similarity coefficient given by the Equation 3. The \( \alpha \) represents the weight of the similarity calculated between the Backlog and Curriculum vectors \( [\text{sim}(v_B, v_C)] \). The \( \beta \) represents the weight of the similarity calculated between the Backlog and Development vectors \( [\text{sim}(v_B, v_D)] \). For each project and developer, a TCL is generated.

\[
TCL = \frac{\alpha \cdot \text{sim}(v_B, v_C) + \beta \cdot \text{sim}(v_B, v_D)}{2}
\]

An example of the chromosome structure used in the Genetic Algorithm is presented in Figure 2. In this case, we have 3 projects and 12 developers. The genes represent the developers and, depending on his position in the structure, a different TCL is used during the fitness calculation. For instance, if a developer D1 appears in the indexes between 0 and 4, the TCL between D1 and the Project A is used. If D1 appears in the indexes between 5 and 7, the TCL between D1 and the Project B is used. The goal of the fitness function is to find a candidate solution, where the sum of the TCLs corresponded to each gene is maximized. Consequently, an optimal solution corresponds to a configuration where the matching represents maximum technical compatibility.

IV. Empirical Evaluation

To evaluate our approach, we conducted an empirical evaluation in a Brazilian software development company, in
which we collected real-world data from eight Scrum software projects. Four of them (P1, P2, P3 and P4) were running during the evaluation and the remaining projects (P5, P6, P7 and P8) were already finished. Each of the running projects is composed by a project manager (PM) and four junior developers. The PMs know the profiles of all 16 developers, since there is a regular rotation among the projects, to avoid knowledge islands. The PMs have 2-5 years of experience in Scrum projects and the developers 1-3 years in software development.

In Table I, we show statistics regarding the projects. The first column contains the identification of the running projects; the second contains the number of Sprints executed in the project. Each Sprint lasted 2 weeks; the third presents the number of User Stories completed; the fourth is the number of tasks done (each task was performed individually); the fifth shows the identification of the team members; the sixth, contains the Backlog Tag set collected during the instrumentation process performed in the evaluation. For reasons of confidentiality, the projects and developers identifications were presented in an anonymous way.

We performed the instrumentation process with the four running projects (P1, P2, P3 and P4). The instrumentation was designed to be executed in a interactive and incremental way during the Scrum Events and throughout the project. Unfortunately, the projects were already started and we had to apply the process at once to retrieve the previous data of the projects. For each project, we applied the three labeling processes described in Section III-A. To avoid overloading of the participants, which could compromise the process, we divided the labeling in turns. During the morning, the team performed the Backlog and User Story labeling processes and during the afternoon the Tasks’ one. The instrumentation was applied in different days for each project. The Scrum Tagger role was performed by the first author of this paper. In Table I, we can see the Backlog Tag set of projects P1, P2, P3 and P4.

To create the Curriculum Source, we provided an online questionnaire and all developers were guided to respond to it. The questionnaire was composed by the tags present in the Backlog Tag set (Table I) and complemented with tags that represent popular technologies which not appeared during the instrumentation. Also, the developers were free to add other technologies he have worked outside the company by answering an open-ended question. Naturally, duplicated tags were excluded from the questionnaire. For each tag, the developers were asked to register their experience (in months) with the given technology.

To evaluate the approach, we simulated a scenario in which four projects (P1, P2, P3 and P4) were used to learn the profile of the developers with the goal of allocating them to other four projects (P5, P6, P7 and P8). We present the Backlog Tag set for projects P5, P6, P7 and P8 in Table II. To collect the data for projects P5, P6, P7 and P8, we only executed the Product Backlog labeling process.

We executed our approach varying $\alpha$ and $\beta$ weights and the results are presented in Table III. For each new project, we
formed five teams and presented to the corresponding project managers. The PM1 was manager of P8, PM2 was manager of P7, PM3 was manager P5, PM4 was manager P6. Then, we asked them to answer a couple of questions. First, the PM was required to rank the five teams suggested, according to the level of suitability to the project, i.e., the better ranked teams should be those who posses the set of technical skill that best meets the demands of the project. Second, they should rate using five point Likert scale their satisfaction with the best ranked team(s) (i.e., multiple teams could be considered tied with the best rank).

In Figure 3, we show the results related to the first question. It indicates that when the weight of the Curriculum source of the developer is high the team is ranked in the best position by most of the managers. When we increase the weight of the Development History source the suggested teams start to be ranked in the last positions. Although the Curriculum may not be the most reliable information source, it has the bigger amount of data, since it represents the knowledge accomplished by the developers during all their professional journey. On the other hand, the volume of the Development History source is much smaller, because the data collected came only from the projects the developers were participating during the evaluation and it corresponded just to a few months of development. This indicates that Curriculum data reflected most of the technical knowledge the developers claimed to have, at least by the PMs expectations. Unfortunately, we can not make solid conclusions about the Development History source, because of its small amount of data. We believe that, at a given point after collecting data, this source is more trustworthy than the Curriculum, but need to collect more data to verify this hypothesis. In Figure 4, we present the results related to the second question, which show that the PMs were satisfied with the allocations.

V. THREATS TO VALIDITY

We identified a few threats to validation in our work. As same as others agile methodologies, Scrum stands for individuals and interactions over processes and tools. We proposed a Scrum instrumentation as an incremental and interactive process. It is designed to be less intrusive as possible to Scrum framework, since it occurs during already existsents events and demands just a few more steps. Although the process was carefully designed, we could not apply it as it is suppose to be, because the projects had already started. So, we applied the process at once in each project. We consider this to be an internal threat to validity.

Since we only collected data from one company for a short period of time, we cannot claim external validity. We aim to address this threat in future work.

VI. CONCLUSIONS

In this paper, we propose a SBSE approach to support multiple team formation for Scrum projects. Among our contributions, we can highlight the Scrum Instrumentation process, which allows the creation of tag-based profiles for developers and projects. These profiles can be used to assist technical knowledge management. Since, the instrumentation process is designed to be incremental and interactive, the profiles are susceptible to reflect changes during the project execution and grow gradually. We can also emphasize the creation of an automated method based on Genetic Algorithm to support the project managers during the simultaneously allocation of multiple developers into multiple software projects, forming teams with maximum technical compatibility.
TABLE III
OBTAINED RESULTS FROM THE VARIATION OF $\alpha$ AND $\beta$ WEIGHTS

<table>
<thead>
<tr>
<th>$\alpha$ and $\beta$</th>
<th>P5</th>
<th>P6</th>
<th>P7</th>
<th>P8</th>
</tr>
</thead>
<tbody>
<tr>
<td>$100%$ and $0%$</td>
<td>D4, D12, D13, D15</td>
<td>D7, D8, D9, D14</td>
<td>D1, D2, D3, D6</td>
<td>D5, D10, D11, D16</td>
</tr>
<tr>
<td>$75%$ and $25%$</td>
<td>D7, D12, D13, D15</td>
<td>D4, D8, D9, D14</td>
<td>D1, D2, D3, D6</td>
<td>D5, D10, D11, D16</td>
</tr>
<tr>
<td>$50%$ and $50%$</td>
<td>D7, D12, D13, D15</td>
<td>D4, D8, D9, D16</td>
<td>D1, D2, D3, D6</td>
<td>D5, D10, D11, D14</td>
</tr>
<tr>
<td>$25%$ and $75%$</td>
<td>D7, D12, D13, D15</td>
<td>D2, D4, D8, D16</td>
<td>D3, D5, D6, D14</td>
<td>D1, D9, D10, D11</td>
</tr>
<tr>
<td>$0%$ and $100%$</td>
<td>D7, D12, D13, D16</td>
<td>D2, D4, D8, D11</td>
<td>D3, D5, D14, D15</td>
<td>D1, D6, D9, D10</td>
</tr>
</tbody>
</table>

Fig. 3. Ranked teams by the projects managers

Fig. 4. Project managers satisfaction to the better ranked teams

As a limitation of our approach, we can point the slow growth of the Development History data source. Since this source depends on the developer participation in software projects of the company, the amount and diversity of these data might need time to reach the same size as the Curriculum source. We hypothesize that the Development History is a more reliable source, but we could not verify it in this study. We plan to verify it in future work, by increasing the number of projects and developers for the next empirical evaluation and test different scenarios. Also, we intend to determine optimum values for $\alpha$ and $\beta$ dynamically, according to the information volume of each data source. Furthermore, we plan to integrate our tagging mechanism to quality and productivity indicators, to have a more reliable regarding the knowledge (i.e., expected performance) of the developers.
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