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Abstract—A self-adaptive system reacts to the changing environment by modifying its functionality in relation to the encountered state of the environment. In order to adapt to a new situation, such system goes through many decision points during the adaptation process. Knowledge forms the basis of decision making within the adaptation process. There are already many existing self-adaptive system frameworks. However, these frameworks have limitation in the way they represent the rationale for adaptation and the semantics behind the knowledge they use. This paper takes a step forward by proposing a knowledge-intensive adaptation framework to both manage knowledge and support the analytical decision making process. The proposed approach represents the adaptation knowledge by using ontology which helps to organize, analyze and extend knowledge. Ontology is able to represent the semantics behind knowledge and provide the evidence for the adaptation. The proposed approach uses a special ontology named the Adaptation Problem Domain Ontology. It specifies the system goals, features, architectures, and the relationship between them. This ontology is used to answer the problem of adaptation at each decision point and determine the appropriate system structure by reasoning the semantics behind knowledge. Thus, the system can consider the semantics behind knowledge for adaptation, and then the stakeholders can understand the adaptation process. We apply the proposed framework to the smart grid domain and show how the system adapts to a new situation using rationale for adaptation and the semantics behind the knowledge.

Index Terms—Self-adaptive system, decision making, ontology, goal model, feature model, role-based architecture

I. INTRODUCTION

As humans interact with changing environments, so a system encounters many different situations which demand different requirements or capabilities. Thus, a system should be able to provide a specific functionality, which is appropriate to the encountered situation, for the user. This has been a great motivator for the development of self-adaptive systems. A self-adaptive system can handle many situations by modifying the system goals, architecture, and functionality in response to changing environments without any human intervention [1]. For self-adaptation, the MAPE-K (Monitor/Analyze/Plan/Execute and Knowledge) process is widely used [2]. Following this process, the system encounters many decision points that determine what is appropriate in a given situation and achieves the emergent system objectives [3]. At that time, knowledge plays a critical role as the foundation for decision making [4]. Many kinds of knowledge can be used to determine the results and quality of the entire self-adaptation process. That is, the way to use and represent knowledge is important in the self-adaptation.

Many existing self-adaptive system frameworks already regard knowledge as the basis for the adaptation. However, in these frameworks, knowledge is considered as predefined rules, logic and formulas mapping between input and system structures and functionality [5][6][7]. The adaptation process is therefore simplified as mapping between problem and predefined solution. This is similar to the black box testing, where the tester does not consider the internals of the system during testing. This results in the semantics and rationale behind the adaptation to be ignored and implicitly implied. The rationale aspect behind adaptation is essential for stakeholders to understand the reason behind decision making. Existing frameworks are insufficient to illustrate the semantics and rationale behind the adaptation process.

In this paper, we propose the NISE (kKnowledge-intensive Software Engineering) framework for self-adaptive system. The proposed framework adopts an ontological approach to represent knowledge for the adaptation process. Various types of knowledge needed for self-adaptation are systematically organized, connected, and used in the form of ontology. So, using this ontological approach, we are able to provide knowledge-intensive adaptation process including the decision making process which uses the rationale and semantics behind the adaptation [8]. In this adaptation process, the decisions do not just follow predefined logic or formulas as seen in existing approaches [10][11][12], but infer the appropriate ones using the relationship among knowledge. For that, the APDO (Adaptation Problem Domain Ontology) is a key component. APDO is special ontology containing adaptation knowledge such as system goals, features, architecture, and their relationships. During the adaptation, a system infers the appropriate decision using APDO by answering a question at each decision point. It gives support to know which knowledge has been used in the adaptation process. Thus, the proposed approach supports a comprehensive adaptation process through
an ontological approach, and helps stakeholders to understand the rationale and semantics behind the adaptation [9].

This paper is organized as follows: Section 2 introduces the application domain, which is used to illustrate the proposed approach. In Section 3, the proposed approach is described with the help of a case study. We examine other frameworks in Section 4. Section 5 concludes with future works.

II. APPLICATION DOMAIN

In order to verify the applicability of the proposed NiSE framework, we have used a case study in the smart grid domain. A smart grid is next generation electricity grid which simultaneously interacts with demand and supply side using their information [24]. The behavior of a smart grid corresponds with that of a self-adaptive system. The smart grid system also includes and manages many kinds of knowledge such as domain, context, and system structure for adaptation. This provides a domain that is suitable for us to test the feasibility of the NiSE framework.

In this case study, APDO for the smart grid includes the following knowledge: 1) goal model for what a smart grid wants to achieve, 2) feature model to represent variability of a smart grid behavior and component, 3) role-based architecture model which a smart grid can have, and 4) other context and policy related to the smart grid domain. These are correlated with each others and used to make an appropriate decision.

We will use the electricity shortage scenario in this case study [25]. In the smart grid, backup power is stored for emergency situations and should be maintained with certain proportions. Based on the amount of a backup power in a smart grid, there are three states of power warning: Ready, Warning, and Severe. Ready is safe state with enough backup power and it maintains its goal and policy. Warning is a careful state where it needs volunteers to reduce electricity consumption. Severe is the most critical state and it is compulsory to regulate electricity consumption. In each state, there is a certain policy to return to the Ready state. Thus, maintaining Ready state is one of the goals of a smart grid. It means that if the backup power is decreased and the power warning state is changed from Ready to Warning or Severe, a smart grid should change its behavior based on a policy in order to adapt to new situation.

In the case study, we assume that the energy consumptions on the end-users side is suddenly increased due to unexpected weather change. It causes the usage of a backup power to resolve the emergent situation and changes power warning state from Ready to Warning. A smart grid system monitors these changes and reconfigures its goal, feature, or architecture for return to Ready state without any failure. In the next section, the details of NiSE framework is described and explained based on this case study.

III. NiSE FRAMEWORK FOR SELF-ADAPTIVE SYSTEM

NiSE framework for self-adaptive system is proposed to deal with knowledge aspect in the adaptation process and improve the stakeholders’ understanding of adaptation by considering the rationale behind the adaptation. The NiSE framework mainly focuses on two perspectives: 1) adaptation knowledge and 2) associated adaptation process using that knowledge.

A. Adaptation Knowledge Perspectives

In the perspective of adaptation knowledge, we introduce APDO for the knowledge base of the self-adaptation. APDO is a special ontology, which defines knowledge including system structure, rules, and relationships between them [22]. Figure 1 describes the relationships among the various kinds of knowledge. It shows not only the main system structures such as goal, feature, and role architecture, but policy, software engineering process, context, and domain knowledge as well. These kinds of knowledge are used to determine the system behavior and the system architecture. By using these multi-dimensional relationships among many different types of knowledge for the adaptation, we are able to understand the internal process of decision making for the adaptation and support for the stakeholders to comprehensively understand the rationale behind the adaptation.

![Figure 1 Overview of Adaptation Problem Domain Ontology](image)

Among many types of knowledge, goal, feature and architecture models are directly related to the system structure. As we move from goal models to architecture model, the degree of abstraction is decreased and the details of the system structure are extracted. In order for each model to be associated, we explain the meaning and characteristics of each model.

Goal is the objective that the system wants to achieve [5]. It is used to represent the system’s functional and quality requirements [14][15]. In NiSE framework, there are two types of goal model: domain goal model and target system goal model. Domain goal model has all possible goals that a system can achieve. As a subset of domain goal model, target system goal model only includes the goals that the system needs to achieve in given situation.

Goal model is the highest level of abstraction in NiSE framework. When a system goal changes, the purpose of a
system behavior also changes. If a system needs to change its goal, it should find a new goal, which can resolve the problem in a new situation, among domain goal model. Thus, setting domain goal model is defining the available adaptation strategies that a system can have.

Feature is defined as “A prominent or distinctive user-visible aspect, quality, or characteristic of a software system or systems” [16] and used to represent the system variability and commonality [17]. In NiSE framework, feature model is used not only to represent the variable points at which the system can have diverse options of its functionalities or architectures, but also to reduce the abstraction gap between goal model and architecture model.

For this purpose, NiSE framework includes two types of feature model: behavior and component feature model. Behavior feature model represents atomic actions and component feature model represents functional modules that realize those atomic actions. Behavior feature model is close to goal level and component feature model is close to architecture level. Using these models, a system can connect goal problem space and architecture solution space smoothly and represent variability and commonality with specific articulation [7].

The NiSE framework includes the system architecture using the role-based design approach [18]. It has many advantages to specify adaptive architectural design. Role is the abstract architecture unit, which does not exist in real world. The system is composed with the organization, which is comprised of several roles. The real system components play certain role to make a complete organization. This mapping is separately processed with constructing organization. Therefore, late binding between role and player is possible. It makes loose coupling between the system architecture and real implementation, and flexible architecture to easily change the system components [19][20].

Role model can represent quality requirements of the system through a contract. A contract is the specification of the interaction between roles [21]. A contract includes the process and the measurement. A process describes how the roles interact with each other and the measurement specifies achieving a contract. By measuring the degree of satisfaction of a contract, we can quantify the quality requirements as well.

Furthermore, knowledge of context, policy, software engineering and etc. are able to be represented following diverse models and standards. The form of these kinds of knowledge is not strictly restricted. Furthermore, in APDO, the system engineer can define and add new knowledge.

When a system encounters decision point, including a set of decision questions, the system queries APDO using the above mentioned knowledge as a form of ontology for determining appropriate decision. For example, in order to answer the question “Whether the current structure is in need of adaptation?”, first of all, the system checks whether current system structure is appropriate for a given context or not. For that, the relations between context model and the system structure models are used to infer the answer. If the situation is changed, the system determines the level of adaptation based on the different system structure models and starts adaptation to satisfy new objective of the current situation by changing its goal, feature, role-based architecture or all of them.

The advantages of APDO are 1) supporting intuitive way to manage adaptation knowledge and 2) providing the evidence of the decision making during the adaptation process. When knowledge is extended and modified, the engineer has a problem to predict the available situation and architecture based on new knowledge. Thus, it takes a lot of time and effort to infer the available situations and appropriate architecture corresponding to each situation [23]. However, if the engineer uses ontology, the engineer just defines knowledge and relationship among them in ontology. And then, the unpredictable and emergent solutions, which were difficult to determine by human, can be automatically inferred by the system. Besides, because many kinds of knowledge are used, it is able to provide the evidence of the adaptation to understand the rationale and semantics of the adaptation. This enhances the traceability between the situation and the adaptation outcome. It makes the stakeholders understand the adaptation process and application result.

The system engineer or domain experts define APDO, because it needs many kinds of knowledge of the system and domain. The system structures such as goals, features and architecture models have formalized engineering method which helps to define them. All models are converted to ontology classes using those meta-models and the relations between them are represented as object and data properties in ontology. Other knowledge such as policy and context are also illustrated in ontology based on the engineer-defined models. Therefore, the preprocessing of knowledge is required.

B. Adaptation Process Perspectives

With the purpose of making a proper decision based on knowledge, Figure 2 shows the NiSE adaptation process. The adaptation starts from monitoring the environmental factors to reconfiguring current system architecture into the inferred system architecture. By following this process and answering the adaptation questions using knowledge, a system can make an appropriate decision, and then consequently adapt to the new situation. Each adaptation phase has unique decision points and several adaptation questions for making a decision. For instance, in the scenario described in Section 2, when the weather suddenly changes, the system can raise a question such as “Whether it is needed to adapt?” And then, through
knowledge of context, policy and goals and the relationship between them in APDO, the system answers these questions and makes an appropriate decision. These decisions finally affect the system structure in order to satisfy new policies, contexts or requirements.

In order to understand the knowledge-intensive adaptation process, we show a simple example of the adaptation process using APDO. In this example, we define APDO with 70 classes, 68 object properties, and 25 data properties with respect to the smart grid system’s context, policy, goal, feature and architecture to answer the questions shown in Figure 3 in accordance with the scenario in Section 2.

Figure 3 shows the adaptation process with questions at each decision point. Main adaptation process including from

![Figure 3 Example of NiSE Adaptation Process Using APDO](image-url)
goal-oriented requirement modeling to role-based architecture design is shown based on a predefined scenario. The blocks in Figure 3 represent goals, behavior features, component features, and organizations with roles. Each goal is satisfied by behavior features. These behavior features are also performed by component features. Based on selected goals, behaviors and components, which are able to perform the given behaviors, are determined. Lastly, these features are connected to organization and role which are composed of the corresponding capabilities.

In the scenario, energy warning state is changed from Ready to Warning. To address this change and return to a stable state, the system should increase backup power and decrease current usage of electricity. This is a smart grid domain policy used when energy warning state is changed to Warning. For this scenario, APDO includes several knowledge areas such as knowledge of policy, context, and system structure with three abstraction levels (Goal, Feature, and Role-Based Architecture) and the relationship among them.

At first, based on the policy, the smart grid system determines that it needs to adapt, and through the defined relationship between Warning state and Demand Bidding goal in APDO, Demand Bidding goal is selected as the proper goal, which are the answers of the first and second questions in Figure 3. Demand Bidding goal has satisfy relations with Recruit Participant, Plan to Support Electric Rate, Construct Load Control Plan and Control Manage Systems behavior features. These relations support that these four behavior features become the answer of the third question. Using act relation between behavior feature and component feature, Customer Information System, Distribution Management Systems, Energy Management, and Demand Response Management System are selected as the appropriate component features. It is the answer of the fourth question in Figure 3. In the fifth and sixth questions, these component features are converted to the roles and organization shown in the bottom of Figure 3 via convert relation between them, and these roles or organizations are played by the smart grid system components capable to perform them to change its architecture and satisfy the new goal. Consequently, during the adaptation process, these decisions are addressed by answering the questions shown in Figure 3 through APDO and the system changes its goals, features, and architecture [13].

Using the proposed adaptation process, the system makes an appropriate decision with convincing evidences to assure the high quality of the adaptation based on the answer to decision questions. It also support the stakeholders in understanding the rationale behind the adaptation, as they are able to know why the adaptation happens and how it is processed.

IV. RELATED WORKS
In related work, we examine existing self-adaptive system frameworks. We will compare other frameworks with the one proposed in this paper, especially in terms of decision making in the adaptation process and knowledge representation.

Rainbow is a framework for developing customized self-adaptive system [10]. It is composed of two components: managed system and manage system. Managed system is the system, which directly adapts to the environment. Manage system controls managed system through MAPE-K process. In rainbow, the strategies are defined as the adaptation unit, which a system can take. A strategy contains the system architecture and several tactics. And, it is defined through Stitch and Acme. Using utility theory, a system is able to quantify which strategy can achieve system objective with the highest utility value. Based on these results, a system selects and changes its architecture that is suitable for new situation.

As mentioned before, the adaptation unit for rainbow is strategy. All the strategies that the system can take are already defined at design time. Thus, a system cannot consider various adaptation problems and provide enough flexibility of the system architecture. However, proposed approach models only knowledge for adaptation and a system infers the appropriate decision using that knowledge at run-time. In other words, the proposed approach does not determine the available architecture, but design knowledge in order to determine appropriate architecture at run-time. It supports high flexibility and traceability by providing the evidence of the adaptation. Proposed approach provides high understanding of the adaptation process to the stakeholders as well.

MADAM (Mobility and Adaptation enabling Middleware) is specially focused on the middleware for the self-adaptation at mobile platform [11]. Through MDA (Model-Driven Architecture), the user defines the system architecture model and the system adapts to new situation by changing the architecture model. In order to select the most suitable architecture model, MADAM uses parameterization, which is a method to apply the external variables to the predefined adaptation formula. The adaptation is processed through functionalized decision making process which means that the situations which the system can face are mapped one-to-one with each architecture model.

MADAM has adaptation middleware to manage system architecture and adaptation process. Thus, the engineer defines this middleware at design time. This adaptation is performed by predefined mapping knowledge, therefore MADAM is not able to consider run-time perspective in the adaptation such as constructing new architecture model, which is more suitable than other defined architecture model. In the proposed framework, we refer MDA approach to represent system architecture with various abstract level, but we infer the adaptation result through knowledge at run-time in order to make an appropriate decision. Namely, we define no direct solution for each situation, but provide knowledge to support decision making process and decide the solution for the system.

DiVA (Dynamic Variability in complex, Adaptive systems) is the framework to support developing the self-adaptive system using AOP (Aspect-oriented Programming) [12]. They use base model and aspect model as the adaptation units for the system adaptation. The base model is designed from the essential components and the aspect model is designed based on the optional component that is able to be added or modified. Simultaneously using both the models, the engineer can easily design the system variability and consider various situations. At design time, not only base and aspect model, but
dependency between aspects in variable points, policy and context are defined as well. Each context and policy is connected to the available aspects, and the system is weaving with base model and selected aspect models at runtime to construct complete system architecture.

In DiVA, the adaptation units are defined at design time as aspect models and it constructs complete system architecture using these models at run-time. It is impossible that a system uses undefined and new aspect for comprising new system architecture. Therefore, it is impossible to consider semantic dependencies when new dependency is defined or many aspects are intertwined. However, proposed approach can manage not only the syntactic relation, but also the semantic relation through ontology by defining knowledge and reasoning the semantics behind that knowledge. It also assures that a self-adaptive system can make a more appropriate decision.

V. CONCLUSION AND FUTURE WORKS

In this paper, we propose a knowledge-intensive software engineering framework for self-adaptive systems. The proposed framework supports the decision making process and the traceability of the adaptation knowledge through knowledge-intensive inference and questions. Thus, the system engineer and stakeholders are able to comprehensively understand the adaptation process and analyze the problem and solution to change non-adaptive systems to be self-adaptive. The limitation of software adaptability is mitigated by extending ontology to add new knowledge for the needed adaptation such as new models or emergent relationships between existing models.

In future works, we need to define an ontology-based software development methodology. In this methodology, the process of knowledge construction about the domain and target system, and the fundamentals for self-adaptation should be defined. Also, inference in decision making process should be extended to resolve uncertainty problems. Uncertainty is an emergent issue in the self-adaptive system. Lastly, the verification and validation of the adaptation framework are needed in order to determine the correctness of knowledge and the decisions made during the adaptation.
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